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## Application Note Abstract

This Application Note reveals programming tips to manipulate I/O port bits of the PSoC® microcontroller.

## Introduction

Cypress MicroSystems Programmable System on Chip ( $\mathrm{PSoC}^{\top M}$ ) microcontroller provides highly flexible I/O with every pin having configurable drive modes, interrupts and global routing connections.

## Assembly vs. C

Efficient software is vital for embedded system design, especially with respect to I/O routines. PSoC MCU I/O ports are highly configurable, and directly accessible by firmware bit operations in PSoC Designer. This provides maximum flexibility for programmers. However, it can require code that is difficult to read.

Consider this common example: A hardware engineer wants to clear bit 6 of I/O port 0 (PO[6]). With a PSoC microcontroller, they would write the following assembly code:

```
export _main
_main:
    and REG[PRT0DR], 0xBF
ret
```

One line is easy to read, but a complex project can become increasingly difficult to read by others over time. The C version of the code would look like:

```
#include "m8c.h"
void main()
{
    PRT0DR&=0xBF;
}
```


## Simple Macro to Flip Bits

A desirable feature would be to flip an I/O port bit with a simple statement like P0.0 = 1 . Using $C$ macro programming this is easily accomplished.

Consider the following C code:

```
#include "m8c.h"
#define Port0_0(b) (PRT0DR = (b==0) ?
(PRT0DR&0xFE) : (PRT0DR|0x01))
void main()
{
    Port0_0(1); // Set Port 0, bit 0 to
1
}
```

The C Compiler pre-processor in PSoC Designer replaces this Port0_O(1) call in main() with the macro definition before compiling. The assembly code generated is:

```
OR REG[0],1
```

So, we get an efficient translation into assembly from a very readable C format. All that remains is generating a header file to implement the call for each bit of all device ports. (See ports.h in Appendix A.)

## Macro to Set or Clear

It is also useful to set or clear all bits of a given port. Here's an example:

```
#include "m8c.h"
#include "ports.h"
void main()
{
    Port0(1); //Set all bits of Port0
to 1
}
```


## Summary

To recap, the format to set bits with this new macro header is:

```
PortX_Y(b) : PortNumber=X[7..0],
    Bit=Y[7..0], b[1,0]
PortX(b) : PortNumber=X[7..0], b[1,0]
```

Based on package size, not all parts support all 8 ports. Voila! You now have a slick method of flipping bits in a PSoC microcontroller C application.

## Appendix. ports.h

```
#define Port0(b) (PRT0DR = (b==0) ? 0x00 : 0xFF)
#define Port0_0(b) (PRT0DR = (b==0) ? (PRT0DR&0xFE) : (PRT0DR|0x01))
#define Port0_1(b) (PRT0DR = (b==0) ? (PRT0DR&0xFD) : (PRT0DR|0x02))
#define Port0_2(b) (PRT0DR = (b==0) ? (PRT0DR&0xFB) : (PRT0DR|0x04))
#define Port0_3(b) (PRT0DR = (b==0) ? (PRT0DR&0xF7) : (PRT0DR|0x08))
#define Port0_4(b) (PRT0DR = (b==0) ? (PRT0DR&0xEF) : (PRT0DR|0x10))
#define Port0_5(b) (PRT0DR = (b==0) ? (PRT0DR&0xDF) : (PRT0DR|0x20))
#define Port0_6(b) (PRT0DR = (b==0) ? (PRT0DR&0xBF) : (PRT0DR|0x40))
#define Port0_7(b) (PRT0DR = (b==0) ? (PRT0DR&0x7F) : (PRT0DR|0x80))
#define Port1(b) (PRT1DR = (b==0) ? 0x00 : 0xFF)
#define Port1_0(b) (PRT1DR = (b==0) ? (PRT1DR&0xFE) : (PRT1DR|0x01))
#define Port1_1(b) (PRT1DR = (b==0) ? (PRT1DR&0xFD) : (PRT1DR|0x02))
#define Port1_2(b) (PRT1DR = (b==0) ? (PRT1DR&0xFB) : (PRT1DR|0x04))
#define Port1_3(b) (PRT1DR = (b==0) ? (PRT1DR&0xF7) : (PRT1DR|0x08))
#define Port1_4(b) (PRT1DR = (b==0) ? (PRT1DR&0xEF) : (PRT1DR|0x10))
#define Port1_5(b) (PRT1DR = (b==0) ? (PRT1DR&0xDF) : (PRT1DR|0x20))
#define Port1_6(b) (PRT1DR = (b==0) ? (PRT1DR&0xBF) : (PRT1DR|0x40))
#define Port1_7(b) (PRT1DR = (b==0) ? (PRT1DR&0x7F) : (PRT1DR|0x80))
#define Port2(b) (PRT2DR = (b==0) ? 0x00 : 0xFF)
#define Port2_0(b) (PRT2DR = (b==0) ? (PRT2DR&0xFE) : (PRT2DR|0x01))
#define Port2_1(b) (PRT2DR = (b==0) ? (PRT2DR&0xFD) : (PRT2DR|0x02))
#define Port2_2(b) (PRT2DR = (b==0) ? (PRT2DR&0xFB) : (PRT2DR|0x04))
#define Port2_3(b) (PRT2DR = (b==0) ? (PRT2DR&0xF7) : (PRT2DR|0x08))
#define Port2_4(b) (PRT2DR = (b==0) ? (PRT2DR&0xEF) : (PRT2DR|0x10))
#define Port2_5(b) (PRT2DR = (b==0) ? (PRT2DR&0xDF) : (PRT2DR|0x20))
#define Port2_6(b) (PRT2DR = (b==0) ? (PRT2DR&0xBF) : (PRT2DR|0x40))
#define Port2_7(b) (PRT2DR = (b==0) ? (PRT2DR&0x7F) : (PRT2DR|0x80))
#define Port3(b) (PRT3DR = (b==0) ? 0x00 : 0xFF)
#define Port3_0(b) (PRT3DR = (b==0) ? (PRT3DR&0xFE) : (PRT3DR|0x01))
#define Port3_1(b) (PRT3DR = (b==0) ? (PRT3DR&0xFD) : (PRT3DR|0x02))
#define Port3_2(b) (PRT3DR = (b==0) ? (PRT3DR&0xFB) : (PRT3DR|0x04))
#define Port3_3(b) (PRT3DR = (b==0) ? (PRT3DR&0xF7) : (PRT3DR|0x08))
#define Port3_4(b) (PRT3DR = (b==0) ? (PRT3DR&0xEF) : (PRT3DR|0x10))
#define Port3_5(b) (PRT3DR = (b==0) ? (PRT3DR&0xDF) : (PRT3DR|0x20))
#define Port3_6(b) (PRT3DR = (b==0) ? (PRT3DR&0xBF) : (PRT3DR|0x40))
#define Port3_7(b) (PRT3DR = (b==0) ? (PRT3DR&0x7F) : (PRT3DR|0x80))
#define Port4(b) (PRT4DR = (b==0) ? 0x00 : 0xFF)
#define Port4_0(b) (PRT4DR = (b==0) ? (PRT4DR&0xFE) : (PRT4DR|0x01))
#define Port4_1(b) (PRT4DR = (b==0) ? (PRT4DR&0xFD) : (PRT4DR|0x02))
#define Port4_2(b) (PRT4DR = (b==0) ? (PRT4DR&0xFB) : (PRT4DR|0x04))
#define Port4_3(b) (PRT4DR = (b==0) ? (PRT4DR&0xF7) : (PRT4DR|0x08))
#define Port4_4(b) (PRT4DR = (b==0) ? (PRT4DR&0xEF) : (PRT4DR|0x10))
#define Port4_5(b) (PRT4DR = (b==0) ? (PRT4DR&0xDF) : (PRT4DR|0x20))
#define Port4_6(b) (PRT4DR = (b==0) ? (PRT4DR&0xBF) : (PRT4DR|0x40))
#define Port4_7(b) (PRT4DR = (b==0) ? (PRT4DR&0x7F) : (PRT4DR|0x80))
```

| ne Port5(b) | $($ PRT5DR $=(\mathrm{b}==0)$ | ? $0 \times 00$ : 0xFF) |  |
| :---: | :---: | :---: | :---: |
| \#define Port5_0(b) | (PRT5DR $=(b==0)$ | ? (PRT5DR\&0xFE) | (PRT5DR\|0x01)) |
| \#define Port5_1(b) | $($ PRT5DR $=(b==0)$ | ? (PRT5DR\&0xFD) | (PRT5DR\|0x02)) |
| \#define Port5_2(b) | $($ PRT5DR $=(b==0)$ | ? (PRT5DR\&0xFB) | (PRT5DR\|0x04)) |
| \#define Port5_3(b) | $(P R T 5 D R=(b==0)$ | ? (PRT5DR\&0xF7) | (PRT5DR\|0x08)) |
| \#define Port5_4(b) | $($ PRT5DR $=(b==0)$ | ? (PRT5DR\&0xEF) | (PRT5DR\|0x10)) |
| \#define Port5_5(b) | $(P R T 5 D R=(b==0)$ | ? (PRT5DR\&0xDF) | (PRT5DR\|0x20)) |
| \#define Port5_6(b) | $($ PRT5DR $=(b==0)$ | ? (PRT5DR\&0xBF) | (PRT5DR\|0x40)) |
| \#define Port5_7(b) | $($ PRT5DR $=(b==0)$ | ? (PRT5DR\&0x7F) | (PRT5DR\|0x80)) |


| e Port6(b) | ( PRT6DR $=(\mathrm{b}==0)$ ? | 0x00 : 0xFF) |  |
| :---: | :---: | :---: | :---: |
| \#define Port6_0(b) | (PRT6DR $=(b==0)$ ? | (PRT6DR\&0xFE) | (PRT6DR\|0x01)) |
| \#define Port6_1(b) | (PRT6DR $=(b==0)$ ? | (PRT6DR\&0xFD) | (PRT6DR\|0x02)) |
| \#define Port6_2(b) | (PRT6DR $=(b==0)$ ? | (PRT6DR\&0xFB) | (PRT6DR\|0x04)) |
| \#define Port6_3(b) | (PRT6DR $=(b==0)$ ? | (PRT6DR\&0xF7) | (PRT6DR\|0x08)) |
| \#define Port6_4(b) | (PRT6DR $=(b==0)$ ? | (PRT6DR\&0xEF) | (PRT6DR\|0x10)) |
| \#define Port6_5(b) | (PRT6DR $=(b==0)$ ? | (PRT6DR\&0xDF) | (PRT6DR\|0x20)) |
| \#define Port6_6(b) | (PRT6DR $=(b==0)$ ? | (PRT6DR\&0xBF) | (PRT6DR\|0x40)) |
| \#define Port6_7(b) | $($ PRT6DR $=(b==0) ?$ | (PRT6DR\&0x7F) | (PRT6DR\|0x80)) |
| \#define Port7(b) | (PRT7DR $=(\mathrm{b}==0$ ) ? | 0x00 : 0xFF) |  |
| \#define Port7_0(b) | (PRT7DR $=(b==0)$ ? | (PRT7DR\&0xFE) | (PRT7DR\|0x01)) |
| \#define Port7_1(b) | (PRT7DR $=(b==0)$ ? | (PRT7DR\&0xFD) | (PRT7DR\|0x02)) |
| \#define Port7_2(b) | (PRT7DR $=(b==0)$ ? | (PRT7DR\&0xFB) | (PRT7DR\|0x04)) |
| \#define Port7_3(b) | (PRT7DR $=(b==0)$ ? | (PRT7DR\&0xF7) | (PRT7DR\|0x08)) |
| \#define Port7_4(b) | (PRT7DR $=(b==0)$ ? | (PRT7DR\&0xEF) | (PRT7DR\|0x10)) |
| \#define Port7_5(b) | (PRT7DR $=(b==0)$ ? | (PRT7DR\&0xDF) | (PRT7DR\|0x20)) |
| \#define Port7_6(b) | (PRT7DR $=(b==0)$ ? | (PRT7DR\&0xBF) | (PRT7DR\|0x40)) |
| \#define Port7_7(b) | (PRT7DR = $(\mathrm{b}==0)$ ? | (PRT7DR\&0x7F) | (PRT7DR\|0x80)) |

In March of 2007, Cypress recataloged all of its Application Notes using a new documentation number and revision code. This new documentation number and revision code (001-xxxxx, beginning with rev. **), located in the footer of the document, will be used in all subsequent revisions.
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